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Abstract. The Web services framework is enabling applications from
different providers to be offered as services that can be used and
composed in a loosely-coupled manner. Subsequently, the aggregation
of services to form composite applications and maximize reuse is key.
While choreography has received the most attention, services often need
to be aggregated in a much less constrained manner. As a number of
different mechanisms emerge to create these aggregations, their relation
to each other and to prior work is useful when deciding how to create
an aggregation, as well as in extending the models themselves and
proposing new ones. In this paper, we discuss Web services aggregation
by presenting a first-step classification based on the approaches taken
by the different proposed aggregation techniques. Finally, a number
of models are presented that are created from combinations of the above.
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1 Introduction

Web services [10,20] offer an XML-based framework that embodies the concepts
of the Service–Oriented Computing (SoC) paradigm, created as a result of the
movement away from the tight integration previously required for distributed
IT offerings that cross enterprise boundaries. In the SoC model, applications
from different providers are offered as services that can be used, composed, and
coordinated in a loosely-coupled manner.

The Web services framework consists of an extensible, modular stack of
open XML-standards that enable an application to expose its functionality in
a machine–readable, implementation–neutral description such that it may be
discovered, bound to, and interacted with possibly over a number of different
protocols regardless of its location in the network. This environment is therefore
intrinsically heterogeneous, distributed, and dynamic.

With a viable service model in place, the aggregation of services to provide
composite applications and maximize reuse becomes key. For example, service
aggregators may reuse services that have already been created, or offer new
services formed by choreographing interactions with available services offered
by other providers. Although Web services overlay on top of existing IT tech-
nologies, the Web services environment is more dynamic and loosely coupled.
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In comparing agents and components, [18] notes that agents concentrate on dy-
namicity and components concentrate on composability. Web services need both,
making their aggregation models of particular interest.

Choreography-based composition has taken the forefront when considering
aggregation in Web services. However, other less-structured aggregation models
exist. As multiple languages and mechanisms are proposed, understanding their
relation to each other and to prior composition and aggregation models is useful
when deciding how to create an aggregation, as well as in extending the models
themselves and proposing new ones.

In this paper, we study prevalent aggregation mechanisms by creating a clas-
sification that groups them based on their approach and applicability. The aim
of this classification is two-fold. First, it distills the space by grouping aggrega-
tion mechanisms based on their design goal, allowing one to step back from the
plethora of acronyms, specifications, and systems. Second, it begins identifying
primitive aggregation techniques, allowing one to reason about useful combina-
tions.

We present each of the approaches in the classification and discuss future
work. Finally, a number of models created from combinations of the above are
presented.

2 Background: Defining Web Services

Before discussing aggregation, we provide an overview of the functional descrip-
tion of a Web service, usually provided by the Web Services Description Lan-
guage (WSDL)[8]. WSDL embodies the Web services principle separating the
abstract functionality of a service from its mappings to deployed implementa-
tions, thereby enabling an abstract component to be implemented by multiple
code artifacts and deployed using different communication protocols and pro-
gramming models.

In WSDL, the abstract part consists of one or more “portTypes”, constituting
the service’s interface. PortTypes specify supported operations and their input
and/or output message structures. These may then be used by third parties
aggregating compo-nents or by client code invoking operations.

The concrete part of a WSDL definition consists of bindings, ports, and
services. A binding is a mapping of a portType to an available transport protocol
and data encoding format. A port provides the location of a physical endpoint
that implements a portType using one of the available bindings. A service is a
collection of ports.

The aggregation mechanisms covered in the rest of this paper, in particular
those performing type–based aggregation, will make extensive use of the WSDL
definitions of their constituent services.

3 A Classification of Web Services Aggregation

For the focus of this paper, we define Web services aggregation as the combina-
tion of a set of Web services to achieve a common goal. An aggregation may be
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created both at the interface–level (agnostic to service implementations), or di-
rectly at the instance level. The former provides more flexibility in allowing late
binding to actual deployed instances. We consider mechanisms whose purpose is
the first–class creation of such aggregates.

Agreements
Recursive

Wiring

Constrained Unconstrained

Service
DomainsChoreography

Aggregation

Grouping

Fig. 1. Classification of Web Services Aggregation Models

The classification driving the discussion is illustrated in figure 1, and dis-
cussed in detail throughout the paper. The initial split depends on whether or
not the aggregation is constrained. Unconstrained aggregation does not impose
any control on the interactions between the services used or on the services that
may be part of the aggregation. Approaches of this kind include simply grouping
a set of services in one “bag” or defining an architectural setup through the use
of join points and connectors.

On the other hand, constrained aggregation imposes constraints on the aggre-
gated services, specifically regarding the functionality they must support and/or
the interactions they may have with each other and with the aggregate itself.
Three sub-categories are presented: choreography, service domains, and agree-
ments.

This classification may be extended at each of the current leaves, and/or by
adding higher level branches if significantly different models are proposed. For
example, the choreography category can be further branched down based on the
process meta–model used, including “calculus-based” [28], “state-chart based”
[6],“graph-based” [16], and so on.

3.1 Unconstrained Aggregation

Grouping. Grouping simply provides a collection of services. Two cases are
presented here, grouping of interfaces and grouping of instances.

– Interface Inheritance
Multiple interface inheritance has been proposed for WSDL 1.2 in the form of
portType inheritance. It introduces substitutability semantics at the instance
level: An instance of a subtype in the inheritance hierarchy can be used
wherever an instance of one of its supertypes can be used. Copy semantics
apply at the specifications level as shown in figure 2, such that those of the
supertypes are copied to the subtype. The implementation of the subtype
provides a single endpoint with a single binding at which implementations
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Fig. 2. Aggregating interfaces using portType inheritance

of all inherited operations are made available. This is different from service
domains below.
While the area of multiple interface inheritance is relatively well understood
due to prior experience in OOP, two issues have to be addressed that com-
plicate the scenario for Web services: the lack of control over the portTypes
being extended (they may be owned by a third-party) and the introduction
of policies. The first leads to the problem of method signature clashes from
methods coming from two different, inherited portTypes. Normally, one may
be able to redefine or rename one of them, but those definitions may be out
of the control of the user extending them. The second complication is the
flexibility of the Web services quality of service framework, WS-Policy [3,
2]. Policies defining quality of service capabilities or requirements may be
attached not only to the concrete part of the WSDL (part of the binding, or
the port), but also to portTypes or operations within them. It is not yet clear
what this would mean to multiple portType inheritance. The problems that
could occur become clearer if one considers the following two cases: inherit-
ing two operations with the same signature and different policies; inheriting
a set of operations that may have conflicting policy requirements.

– Instance Grouping
An unstructured grouping of instances may be created to offer a number of
related service instances together to a user. One example of its use is the
creation of an aggregate as a collection of WSRP [15] portlets. Basically, a
number of portlets of arbitrary functionality may be added to a portal that
provides a unified access point to the user.
The WSRP specification enables portlets to be grouped into a portal, al-
lowing a user to interact with them from a single location such as a Web
page. While this approach is user-interface centric, it is one of the few exam-
ples of a pure grouping of instances. The container mediates the interaction
between the user and the embedded services, but the portlets themselves
are not connected to each other, and at the time of this writing, there was
no way in WSRP to specify piping the output from one into the input of
another as is done in “recursive wiring” below.
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export
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Aggregate’s
PT

Fig. 3. Aggregation using Recursive Wiring

Recursive Wiring. One form of aggregation is to wire services together such
that they may use each other’s services. The aggregation created in this way may
then itself be exposed as a service which can be wired and invoked. A simple
example is a service composed of a chain of filters, where each filter is a Web
service. Wiring occurs by connecting the output of the first filter to the input of
the next and so on. The input of the first filter and the output of the last one
may then be exposed on the aggregate.

This form of aggregation has been commonly used in component-based soft-
ware engineering where component definitions include pluggable “ports”, each
port referring to an interface. Components are wired by binding input ports to
output ports. The creation of compound components is done by binding an in-
put port on an internal component to an input port on the created compound
one, and similarly for output ports [23,25]. The wiring in these approaches is im-
plicit, defined as part of the component definitions themselves. In Java, a similar
approach is the use of event sources (output) and event listeners(input), with
wiring occurring by adding one Bean as a listener to events from another. [13]
presents a scripting language that makes the wiring first class. In [14], the focus
is on making the connectors themselves first class, with an architecture created
by combining components with connectors. Connectors are of different types,
which specify the behavior of the interaction between the services they connect.

In Web services, WSFL’s Global Models [16] define a variation on the recur-
sive combination of components using explicitly defined connectors. In Global
Models, directed “plug links” connect an output operation, opout , from a port-
Type of one service to the input operation, opin , from a portType of another
service. Message manipulations to match message types are enabled within the
plug link definitions. “Dangling” operations may be exported to the boundary
of the aggregation where they can be arranged in portTypes representing the
interface of the aggregate, as illustrated in Figure 3.

WSFL’s global model concept results in a recursive aggregation model at the
interface (portType) level. External usage of operations of these portTypes will
be delegated to the exporting operations. It can be perceived that the portTypes
at the boundary of the aggregate are implemented by the corresponding export-
ing operations, i.e. the aggregation mechanism specifies an implementation of the
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operations via delegation. This exporting of operations enables recursive com-
position, similar to the creation of the compound components described earlier
and to aggregation in COM [26].

The key differentiators between this model and those in the cited literature
are that the wiring in Global Models is at the operation level, it does not require
an exact mirror of the wired operations due to the ability to define message
transformations, and most importantly it does not refer to instances of services
but builds off of their abstract descriptions. The plug links may define a “lo-
cator”, however, that defines how an instance may be located at runtime (for
example, through a registry lookup).

3.2 Constrained Aggregation

Choreography. The wiring of services described above is based on the services
themselves driving an instance of the aggregate. This is not sufficient for more
complex cases such as those required in executing business functionality. In such
situations, one needs to model a business process by choreographing the inter-
actions with the services in the aggregate. The workflow and business process
modeling mechanisms used in Web services fall under this category. Choreogra-
phies are constrained, proactive compositions that drive the interactions with
the services they aggregate by defining execution semantics on a set of activities
that perform these interactions. These semantics may be defined in a number
of ways, such as connecting them with directed edges to form a DAG [21,16,
7], nesting them in compound activities with execution semantics [28], or using
Petri Nets [17].

Web services choreography languages are based on the interfaces of the ser-
vices, decoupled from specific service instances which may therefore be found
and bound to during either the design, deployment [9], or execution phases of
an aggregation. In [31,20], selection during execution enables the aggregate to
meet (global) quality of service constraints. There are two main reasons for this:
the dynamic nature of Service-Oriented Computing in which services and their
requirements may change frequently, and the need to reuse business process logic
across different implementations.

To illustrate, we describe one of the choreography mechanisms in more de-
tail: The Business Process Execution Language for Web Services (BPEL4WS).
The flow of control in BPEL4WS is defined using a combination of the afore-
mentioned graph and calculus based approaches. A predefined set of simple ac-
tivities is provided to: 1)perform Web services interactions: invoke operations
on Web services, receive and reply to invocations on the process itself from
the services it composes, and 2)provide additional functionality such as waiting,
throwing faults, and manipulating data associated with the process. Control is
defined using both (or either) directed control links and compound activities
that impose, on the activities that are contained within them, semantics such
as parallelism, sequencing, or non-deterministic choice. BPEL also defines com-
pensation and fault handling mechanisms, [11].
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Process PT
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Fig. 4. Aggregating interfaces using choreography

BPEL4WS compositions are based purely on the interfaces of the composed
services, that is, their abstract definitions in WSDL (portTypes, operations,
and message types). From an architectural perspective, the resulting process is
itself a Web service that can be exposed using WSDL definitions that define the
portTypes it provides to clients. Additionally, the BPEL process also declares
which portTypes it requires from each of the services it composes.

Mechanisms for binding service instances to a process are intentionally left
up to the runtime and therefore out of the process definition. Dynamic binding
is enabled through the definition of an activity that, when activated, copies a
service reference from a received message (possibly from an invocation to a UDDI
registry lookup or from a known service provider) into the runtime.

The “executable variant” of this semantics results in proactively driving the
services as shown in figure 4. The “abstract interface variant” defines constraints
in using the corresponding operations. The latter includes the degenerated case
of a single portType, allowing one to specify ordering constraints in using the
operations of that port type. Similarly, message exchange patterns (MEP) [1]
between sets of portTypes can be defined via choreography.

In related work, semantic information is being used to enable the automatic
creation of choreographies. For example, [24] presents a backwards chaining plan-
ner to automatically compose a set of Semantic Web services by working from
a given goal.

Service Domains. A Service Domain is an aggregation formed by a set of
implementations that complement (or compete) with each other to collectively
implement a collection of portTypes. The service instances that may become part
of this aggregate are constrained by the set of portTypes the aggregate includes,
as illustrated in figure 5. The sum of the instances provides the implementation
of the interfaces in the domain, with the domain dispatching each incoming call
to the appropriate instance that can execute it. At the type level, a service
domain SD is a set of portTypes, i.e. SD = {pT 1, ..., pTn}. At the instance level
a service domain sd is a collection of ports, i.e. sd = {p1

1, ..., p
1
k(1), p

n
1 , ..., pn

k(n)}.

Here, each port pj
i ∈ sd is of portType pT j ∈ SD.
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op_b
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op_1

op_2
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instance
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Fig. 5. Service Domains

The ports of a service domain sd may be provided by different service
providers. An instance of a service domain is created by attaching ports for
the aggregated portTypes to the instance. Different service providers may con-
tribute ports for the same portType, and a given service provider may contribute
ports of only a subset of the port types of the service domain.

A requestor is blind to the services constituting the aggregate, and picks a
portType that he needs to interact with an instance of. A “hub” managing the
instance of the service domain then selects a port of this portType from those
made available to it by the different providers, and dispatches the call made by
the requestor to it.

The next level of refinement of a service domain is the introduction of service
level agreements (SLA) [22] to be used in the dispatching: Each portType of
a service domain is associated with a set of SLAs. A provider that wants to
contribute a port of a portType of the service domain registers with one of these
SLAs, committing to the corresponding service level.

A requestor specifies a SLA with the service level he expects in his interac-
tions with the ports of the instance of the service domain. The hub managing
the instance of the service domain performs the choice underlying its dispatch
decision based on matching SLAs and optimizing overall resource utilization.
The owner of the hub specifies the rules to influence these choices.

This is similar to the aggregation model used in [27] and the service commu-
nities in [6], in which the service communities themselves are exposed as Web
services.

Agreements. Agreement based aggregation is much more loosely constrained
than choreographed aggregation. It is the creation of a distributed activity by
the temporary grouping of a set of service instances, at the end of which a joint
outcome is reached and possibly disseminated. This joint outcome is reached
based on the members of the aggregation following a pre-defined set of protocols.
Note that the portTypes of the services involved are not defined as part of this
aggregation mechanism; instead, it relies purely on the ports (service endpoints)
themselves.

One example is that of the sealed bid auction presented in [20]. Buyers and
sellers are Web services following a certain coordination protocol and being co-
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ordinated by an auctioneer. At the end of the bidding period, the auctioneer
decides who the winner of the bid is and informs both buyer and seller and the
temporary collection of services ceases to exist.

The Web Services Coordination specification (WS–C for short)[4] is a real-
ization of this approach. A distributed activity is a unit of computation that
involves a set of services and at the end of which these services jointly agree on
an outcome based on a coordination protocol. A coordination protocol consists
of a set of messages and a specification of how these messages are to be ex-
changed. Coordination types then group a set of coordination protocols needed
between the different services of a distributed activity. Additionally, methods
are defined for registering participating services with coordinators. WS-C pro-
vides a pluggable framework for this form of aggregation, such that different and
new coordination protocols may be used. The coordination protocols are defined
separately, for example the WS-Transactions specification (WS–Tx for short)[5]
describes two protocols for long-running transactions and for atomic activities.

WS–C has been considered in conjunction with WS–Tx. The use of this model
will depend on the ease of introducing new protocols for different aggregations
and additional real–world scenarios.

4 Instance Versus Interface Aggregation

The aggregation models discussed thus far aggregate either on the instances di-
rectly, such as is the case with service domains, or on the interfaces (WSDL
portTypes) of the aggregated services. In the latter case, the binding to actual
instances is done at some later point and is not the main concern of the aggre-
gate’s definition.

Table 6 summarizes the aggregation approaches defined above and shows cor-
responding Web services realization of these approaches. The level of granularity
added to this table is the separation of aggregation concerned with instances from
those concerned with interfaces.

5 Combined Aggregation Models

The categories defined above constitute different approaches to aggregation; how-
ever, useful patterns may be created by combining some of them together. The
youth of the Web services technology means that such combinations are still in
their very early stages. In this section, we describe a few possible combinations.

– Choreography with Agreements: The ability to coordinate multiple Web ser-
vices extends naturally to coordinating both within and among aggregates.
WS-Coordination (WS-C) was released in conjunction with BPEL4WS,
along with WS-Transaction (WS-Tx), to be used either separately, or in
tandem for more robust composition as described in [12]. The BPEL4WS
specification contains an appendix on using WS-C/WS-Tx to coordinate
nested scopes within a choreography.
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BPEL4WS,
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Service Domains,
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Fig. 6. Summary of aggregation mechanisms

– Choreographed Recursive Wiring: The model of choreography presented in
this paper has so far been from the perspective of the choreographing ser-
vice. However, it is necessary to define global interaction choreographies that
multiple partners may plug into. While recursive wiring allows plugging dif-
ferent services together, it does not restrict or define how they may interact -
execution semantics are part of the implementations of the services. Outside
of Web services, this requirement has been addressed in work on interorgani-
zational workflow. The approaches used in the workflow literature map onto
a combination of choreography and wiring: First, one must define the struc-
ture identifying the components and the channels of communication. This is
similar to Global Models in section 3.1, but recursiveness is not addressed.
Second, the literature defines interaction protocols either in terms of Petri
Nets [30] or as sets of Message Sequence Charts [29,19].
The realization of this combination will require further work in Web services,
as BPEL4WS defines a protocol that drives an interaction instead of what
is described here which is a protocol which defines how the different parties
should drive the parts of the interaction that they are participating in.

– Any Type-Based Aggregation with Service Domains: Type-based aggregation
mechanisms may refer to a service domain, restricting the choice of instances
at runtime to the discretion of the domain. One example of this approach is
used in [6] through its combination of choreography and service communities.

– Recursive Wiring with Instance Grouping: This combination results in in-
stance based recursive composition, wiring together the instances that make
up a grouping. For example, a set of portlets may be wired to pipe output
from one portlet and into another.

6 Conclusion.

The area of Web services aggregations is seeing a large amount of activity as
aggregation mechanisms are still evolving. Some are being extended and new
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ones created to enhance their capabilities. As multiple proposals emerge for
aggregating Web services, it is important to understand where the mechanisms
needed fit in and how they relate to existing approaches.

In this paper, we have discussed Web services aggregation by presenting a
first–step classification based on the approaches taken by the different proposed
aggregation techniques. The main commonality is that an aggregate is created
to group a set of services in order to achieve a common goal. From there, we have
shown an aggregation may be either constrained or unconstrained, depending on
how much structure is needed to achieve the goal in question and on how inde-
pendent the behavior of the constituent services may be from the composition
itself. A choreography presents a composition-driven aggregation which defines
control sequences of interactions with the aggregated services, whereas an ag-
gregate created using recursive wiring does not care about sequencing. Instead
it simply connects service interfaces together, so that once bound to instances
the service instances drive their interactions along these connections.The ways
in which aggregations may be formed is then further refined as shown in figure1.

As the Web services model itself (WSDL, policy, etc) stabilizes, aggregation
will become more central as it is a key capablity made more challenging by the
distributed, dynamic, and heterogenuous nature of Web services.With the aim
of clarification of aggregation models, and the youth of this technology, we have
started with a small set of categories that identify the main areas as they stand
today.

Ongoing work will reflect the effects of the evolution of core specifications,
including WSDL, as well as the growth and adoption of Web services aggregation
techniques. Refining and expanding the classification will consider both adding
categories, and additional dimensions for existing categories, such as level and
focus of constraints. We are also interested in identifying primitive aggregation
mechanisms, and understanding the conditions under which they may or may
not be combined
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