
X. Zhou et al. (Eds.): APWeb 2006, LNCS 3841, pp. 702 – 707, 2006. 
© Springer-Verlag Berlin Heidelberg 2006 

Study on QoS Driven Web Services Composition 

Yan-ping Chen, Zeng-zhi Li, Qin-xue Jin, and Chuang Wang 

Department of Computer Science and Technology, 
Xi’an Jiaotong University, 710049, Xi’an China 

yanping@tom.com, lzz@mail.xjtu.edu.cn  
wangchuang1103@sina.com  

Abstract. Providing composed Web Services based on the QoS requirements 
of clients is still an urgent problem to be solved. In this paper, we try to solve 
this problem. Firstly, we enhanced the current WSDL to describe the QoS of 
services, and then gave a way to choose the proper pre-exist services based on 
their QoS.  

1   Introduction 

Web Service is a hotspot in the research of SOA as the best realization of SOA [1]. 
There are several problems in Web Service frame needed to be studied such as service 
composition, data integration of services, security of services1, etc. However, all 
these existing problems are aroused by the composition [2]. The task of composition 
is to combine and link existing Web services to create new Web services. Lots of 
researchers have paid their attentions to the service composition. SELF-SERV [3] is a 
platform that can provide composed service, but SELF-SERV emphasizes only on 
functional composition and ignores the QoS requirements of clients. A way to 
compose components based on QoS is proposed in [4], but it gives no details about 
how to describe the QoS of a service. In distributed environment, different service 
components may possess the same functions, and references [5-7] provide WSOL 
(Web Service Offering Language) that can change services at run time by dynamic 
switching in different service constrains. DAML-S [8] aims to define ontologies for 
service description that will allow software agents to reason about the properties of 
services. 

The above approaches solve some issues in composed Web Services from 
different views, but none of them can give a whole and realizable way to provide 
composed Web Services based on clients’ QoS. To describe QoS requirements of 
clients, we proposed a new Web Service description language-EWSDL (Enhanced 
Web Service Description Language), and optimized concurrent Web Service frame 
with an evolved role of provider to meet non-functional requirements of clients to 
realize compositions. 

The remainder of this paper is organized as follows. In section 2 we give an enhanced 
Web Service description language-EWSDL and the composition selection algorithm. 
The paper is concluded in section 3. 
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2   Web Service Description Model 

2.1   QoS Property of Web Services 

There are many failed projects because of ignoring non-functional properties of 
software [9]. Definitions of non-functional properties of software are various and have 
no unified definition [10]. However, there are still some broadly accepted views about 
the non-functional properties. Generally speaking, the non-functional properties of 
software should include performance, reusability, maintainability, security, reliability, 
and availability. In Internet, we call the non-functional property as QoS property [13]. 

If a service provider only takes functional requirement of clients into account 
without considering non-functional requirements when providing the service, the 
provided service will not be accepted by clients at runtime. How to assure QoS of 
services is a stringent problem for service providers. Now there are two different ways 
to solve this problem. One is syntax-based approach extending the current WSDL with 
more elements, and the other is to develop a new language based on semantic, such as 
XL, OWL-S. Both ways intend to add more information of the service when descript 
the service. But the language based on semantic is more complex. So, in this paper we 
extend WSDL to support more QoS descriptions. 

WSDL2.0 describes three functional properties of Web Service: what to do, where to do, 
and how to do. However, WSDL cannot describe non-functional properties of services 
[11]. So, WSDL cannot be used to automatic service lookup and large-scale reuse and 
composition. Because of these defections, WSDL should be extended to include more 
information. In addition, only when including the non-functional properties it is integrity. 

Essentially, how to describe and quantitative analyze non-functional properties of 
software is a complex problem and is still needed to solve, so how to describe the 
non-functional properties of Web Service has no existing way. Many researchers have 
paid their attentions to this problem. V.Tosic proposed a Web Service Offering 
Language[5-7](WSOL) to extend WSDL by adding new mark, such as price, time, etc. 
In essence, WSOL only provides some disperse, predefined, and limited property plate, 
so it lacks of flexibility Some non-functional properties are given in [12], such as 
availability, channels, charging style, settlement, payment obligations, etc. The author 
also indicates that the non-functional properties of Web Service are actually the QoS 
properties actually. A model for Web Service discovery with QoS is given in [13], it 
gives some definitions of QoS properties, but these properties are not from the view of 
managing composed Web Services. In this paper we explore an enhanced Web Service 
description language according to the need of managing the QoS properties of 
composed Web Service. 

2.2   Description Model of Web Service  

Definition 1. Description model of Web Service. Let S be the description model of 

Web Service which can be expressed as S={Func，QoS}，where, Func denotes the 
functional properties of S, and QoS denotes the non-functional properties of S.The 
functions of Web Service is described by the portTypes of WSDL, in order to describe 
the QoS properties, a tOperationInst element is added to tport element of WSDL. 
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Considering that the QoS properties of Web Service should be independent to the 
domain of services and they also should be quantifiable, we use a vector in seven dimens- 
ions to describe the QoS of a Web Service (both element service1 and composed service) 

responseTime represents the response time of a element service; 
availability represents the probability of the service can be used correctly; 
concurrency represents the maximum ability to support concurrent transactions; 
expireTime represents the expire time of a service, and the reliability of a service 

can be ensured before the expireTime, 
price represents the money the client should pay for this service,  
fine represents service provider(client) should compensate client(provider) for 

breaking the contract between them. Commonly, the fine has a linear relation with the 
price, 

securityLevel represents the security level of a service. 
For a composed service CS it also possesses the same parameters, but in a CS, these 

QoS parameters cannot be calculated by a simple mathematical function such as sum. 
For example, responseTime of CS is not the sum of responseTime of every element 
services when existing concurrent process in CS. Followings give a way to calculate the 
QoS parameters of CS. 

ResponseTime, considering that there exists concurrent service in composed Web 
Service, response time of composed service is not the sum of responseTime of all the 
element services, it should be the sum of critical route in execution process. CPA[15] is 
an algorithm to find the critical route. 

ResponseTime = CPA ( m21 Service,...,Service,Service ), 

Availability= ∏
=

m

1i
iyavalibilit , 

Concurrency = min (concurrency 1 ,concurrency 2 ,..., concurrency m ), 

ExpireTime = min (expireTime 1 , expireTime 2 ,..., expireTime m ), 

Price = U
m

1i
iprice

=
, 

Fine = A*Price，the client and the provider negotiate to get A, 

SecurityLevel=min(securityLevel 1 ,securityLevel 2 ,...,securityLevel m ). 

These QoS properties are not independent, for example, a correlation between price 
and fine. This is why composition according to clients’ QoS requirements is a difficult 
problem. 

2.3   Composition Selection Algorithm  

Definition 2. Service Class. Let A be a set of Web Services which have been registered 
into the Composer, and these services can be divided into several subsets according to 

                                                           
1  Web Services that participate in the composition are all called element services. In this paper, 

there are no essences differences between the element service and the composed service except 
for the granularity. 
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the different functions, and each Web Service of A belongs to one subset at least, and 
the differences among services which belong to a same subset only are the QoS 
properties. Noticed, all the Service Classes form an overlay of A not a partition. 

It is a hard work for the service composer to provide a composition Web Service to 
clients according to their QoS requirements based on the following two reasons: first, 
there are no standard measurement of all these QoS properties, second, QoS properties 
are not independent, and one QoS property may favor/feed back others. 

So, the multi-dimensional of the QoS properties cannot be merged into one 
dimension, we proposed a Composition Selection Algorithm, which relies on the 
following assumptions: 

1) Clients’ SLA is the QoS of the composed Web Services; 
2) Composed services and element services use the same glossary; 
3) The required QoS of clients can be pressed as a vector (ResponseTime *

c , 

Availability ,*
c  Concurrency ,*

c  ExpireTime ,*
c  Price ,*

c  Fine *
c , Security 

Level *
c );The requirements of clients usually fall into a range not a certain value, so 

we must define the relation between composed service and the required QoS 
(requirement) of clients; 

4) The composition logic is predefined, and the aim is to simplify the composition 
and pay more attention to QoS. 

There are many ways to solve the multi-object programming [16,17,18], and in our 
prototype, we used the following method. 

Step1, Construct programming matrix mnijaA ×= )( , and normalize A to 

mnijrR ×= )(  using proper ways; 

Step2, Calculate mnijrR ×= )(  to get mnijrR ×

••
= )( , where 

∑
=
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Step3, Get the information entropy jE  of every QoS, 
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Step4, Get weight vector ),...,,( m21 ωωωω = , where 
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Step5, Synthesis QoS of every scheme is defined as  

∑
=

=
m

1j
jiji rz ωω)( ， ,Ni ∈  

Step6, Sorting and selecting a scheme are according to )(ωiz ( Ni ∈ ). 

3   Conclusion and Future Directions 

The studies on Web Service management focus on two aspects, one is the 
self-management of the element Web Service; the other is the management of 
composed services [5-7]. The QoS properties are independent on above two aspects due 
to different targets. In this paper, we aim to manage the QoS of composed Web 
Services and propose a new service description language based on current WSDL, and 
then propose a composition selection algorithm. 

Short-term goals of our research contain three parts: firstly, we will extend the 
current UDDI to support EWSDL; secondly, we will add a monitor to the prototype 
E-WsFrame. The monitor can collect and analyze service data and make judgment 
when client or provider violates the agreement between them. Finally, we will order the 
candidate services by some algorithms to reduce composition price. 
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