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1 Introduction

A project web page with basic information about the project has been available since the start of

the project (seehttp://clip.dia.fi.upm.es/Projects/ASAP ). Later, this web site

has been extended to also include the latest software releases and documents delivered by the

project. The development branches of the integrated tool and its components are also on-line

(via the CVS and SubVersion version control systems), currently open only to the developers

within the different groups participating in the project.

The project web site includes three main areas:

• The description of the project.

• The Softwaresection which contains the first prototype tool (including manuals, down-

loadable installation packages, etc.), located at

http://clip.dia.fi.upm.es/Projects/ASAP/Software

• The public deliverables produced by the Consortium in the context of the project inpdf

format. These can be found at

http://clip.dia.fi.upm.es/Projects/ASAP/Documents .

In this period we have added a fourth section in which we provide a first version of an on-

line, web-based interface which allows performing some basic on-line testing and browsing of

the capabilities of the tools. This allows interested parties to get a first flavor of their functionality

and of the power of the program verification, validation and automated optimization techniques

implemented, without having to go through the process of downloading and installing such tools.

Some basic examples are also provided in order to simplify this process even further. In addition,

the on-line interface allows users to upload their own programs for processing. The current on-

line demonstrator allows toanalyze, optimizeand check-assertions(validate a program with

respect to its assertions) with a default fixed option setting.

2 The on-line interface

Figure 1 shows the initial page of the web site of the first version of the demonstrator (“CiaoPP

Online”). As mentioned before this page is now accessible from the main project web site. This

on-line version of the interface to the tools has been implemented in Ciao using the PiLLoW web

programming library [CH01].

The user interface shown on the page consists of a toolbar and an area where the program to

be processed can be entered and is displayed. Later we will see that this text area will be split
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Figure 1: Initial web page of the CiaoPP Online interface.
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Figure 2: The interface to upload a file or load a predefined program.

in two parts, after the current program is already processed, which will allow also showing the

error messages and the output from CiaoPP.

In addition to the user being able to write (or paste) the program in the text area above

mentioned, the interface provides anOpen Filebutton in the toolbar which allows uploading

a program from the user computer and also loading some simple predefined programs that are

provided as examples and that allow to easily test the application. In Figure 2 we show the web

interface after this button is pressed.
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Figure 3: The interface when a program has been loaded.

Once the user has loaded the program to be processed in the text area using the previously

mentioned means (a situation shown in Figure 3), he/she can use the rest of the buttons of the

toolbar to perform the following actions on the program in the text area:

Analyze Analyzesthe program using a set of predefined options. These options has been se-

lected to provide processing and output suitable for most users.
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Figure 4: The interface after theAnalyzebutton is pressed.
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Check Assertions If the program has assertions written in the Ciao Assertion Language [PBH00],

this process tries to prove whether each assertion can be reduced to true or false at compile-

time, i.e., if the program can be staticallyverifiedor bugscan be statically detected. The

results of the process are reflected in the output portion of the display. If an assertion

cannot be proved or disproved, then it is printed as acheck assertion, which can then be

optionally transformed to a run-time check in a later process (this currently needs the use

of Customize Options –see below).

Optimize Tries tooptimizethe program using predefined options, which are aimed at producing

acceptable results in most cases.

Customize Options This button provides the possibility of changing the options that are taken

into account in the previous cases. The number of options is very large, since the tool has

a very large set of capabilities. To simplify the process there are two levels of options:

novice and expert.

Figure 4 shows the interface layout after theAnalyzebutton is pressed. The text area of the

interface has been split into two parts. The upper part contains the result program after it has

been analyzed, where, for example, some assertions expressing the results of analysis have been

added. The lower part displays the messages printed during the analysis process, which include

possible error or warning messages. Note that the code in the upper part can at this time still be

processed further using the other buttons available.

TheCheck AssertionsandOptimizebuttons produce analogous interface layout and results.

Therefore, they will not be discussed further.

Figure 5 shows the interface as it looks after theCustomize Optionsbutton is pressed. The

text area has been replaced by a list of option names with a corresponding control box that allows

the selection of the possible values for each option.
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Figure 5: The interface to customize options.
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An interesting and non-trivial characteristic of this option menu is that it is dynamic: because

of the dependencies between options changing the value of an option can produce changes in

the options below the selected one, such as hiding existing options or showing new ones. The

toolbar changes as well to provide buttons for accepting or canceling the modified options.1

This dynamic behaviour is implemented in JavaScript. The JavaScript program is generated

automatically taking as input the internal (Prolog) configuration files that define de options and

encode the dependencies among these options based on the capabilities of the tools. This has

the advantage that it ensures that both the standard interface and the Web interface to the tools

change automatically and identically as new options and capabilities are added to the toolset.

After accepting the modified options, the action selected in theSelect Action Groupoption

will be performed (as shown in Figure 6), using the program which resided in the text area before

pressing theCustomize Optionsbutton.

1The options and their possible values are explained in detail in the CiaoPP Reference Manual [BLGPH04].
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Figure 6: The interface after customizing options.
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3 Conclusions

The prototype on-line interface provided is already an important step towards making the ASAP

toolset available on-line. This will in turn strongly contribute to the objective of dissemination of

the results of the project. In the remaining of the project, the functionality of the current version

of the on-line interface will be enhanced in several ways, covering the capabilities of all the tools

in the tool set as they are progressively improved.
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